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Abstract

On the edge nodes of Azure Stack Edge, network interfaces often experience packet queuing during peak periods due to congestion 

and high load. To address this issue, MobileNet was used to analyze network traffic in real-time and detect congestion, aiming to 

balance node network load and reduce latency. Firstly, data was collected and key features were filtered during peak periods using 

Wireshark, including packet rate, bidirectional packet count, flag statistics, etc.; next, TensorFlow Lite was used to prune and 

lightweight the model, removing redundant network layers and reducing floating-point operation accuracy, making it suitable for 

edge devices; then, based on the optimized model, real-time classification of network traffic was performed using Apache Kafka to 

detect potential congestion situations; at the same time, the load balancing strategy was dynamically adjusted based on the detection 

results to optimize queue priority and traffic transfer, thereby alleviating congestion. The results showed that during peak hours, the 

average processing time for ICMP (Internet Control Message Protocol), TCP (Transmission Control Protocol), and UDP (User 

Datagram Protocol) traffic was reduced by 27.1%, 23.1%, and 20.7%, respectively. When the cache capacity was 16GB, the hit rate 

reached 94%. Under standard traffic conditions during peak hours, the packet loss rate dropped to 2.1%, which could significantly 

improve the performance of edge node networks.
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1. Introduction

As a new technology, edge computing is gradually replacing the traditional cloud computing model. By transferring
computing power from data centers to edge devices closer to data sources, this method aims to reduce data transmission
latency and improve response speed [1-2]. However, this transformation has also brought about some new problems
[3-4]: in high load network environments, the network interfaces of edge nodes are prone to congestion, leading to
packet queuing during transmission and significantly increasing latency. In order to ensure the efficient and stable
operation of the system, how to optimize network traffic management, reduce packet latency and improve real-time
processing capability has become a research hotspot in the current edge computing field.

This article aims to improve the real-time data processing capability of edge computing systems in the face of high load.
The Wireshark is used to collect network traffic data during peak periods and extract multiple features closely related to
network performance, including packet size, arrival time interval, packet rate, etc. By pruning to reduce model
complexity and using quantization aware training to adapt to low precision operations, the MobileNet model is
optimized. To ensure efficient operation of the model on edge devices, GPU (Graphics Processing Unit) acceleration is
used for computationally intensive tasks, and memory usage is optimized to reduce latency and computational
bottlenecks. At the same time, a real-time stream processing architecture based on Kafka is designed to support efficient
processing of network traffic data, and input into the optimized MobileNet model for real-time classification and
congestion detection.

The experimental results show that the improved MobileNet model maintains high classification accuracy under
different network loads, and the optimization scheme improves packet processing speed, reduces latency and queue
length, and enhances network throughput. The applied method effectively improves the real-time processing capability
and network congestion response capability of edge computing system. The main contribution of the research lies in
that: 1) the MobileNet model is optimized and deployed on Azure Stack Edge, significantly improving the processing
speed and accuracy of the model; 2) the Kafka is applied for real-time stream processing and combined with dynamic
load balancing strategies to ensure priority processing of critical data streams, improving system responsiveness and
resource utilization; 3) the model is continuously retrained and optimized to ensure that the system can adapt to
constantly changing network conditions and maintain long-term stable high-performance operation.

2. Related Work

Various strategies have been proposed to address the issue of network congestion. Bi Jing [5] et al. combined SG
(Savitzky-Golay) filters, TCN (Temporal Convolutional Network), and LSTM (Long Short-Term Memory) to achieve
superior traffic prediction performance. Zhang Yongnan [6] et al. successfully alleviated the network congestion
problem in big data scenarios by using deep convolutional neural networks on Spark Cloud for dynamic prediction of
network flows. To achieve high-precision sudden traffic prediction, Yu Ao [7] et al. proposed a Spiking Neural Network
(SNN) framework based on error feedback, which had good prediction performance while maintaining low complexity.
For 5G low latency communication, Hu Long [8] et al. proposed an intelligent traffic prediction and cognitive caching
method for F-RANs (Fog-computing-based Radio Access Networks); Serdaroglu Kemal Cagri [9] et al. proposed a
network traffic scheduling strategy based on queue priority. However, these methods cannot effectively cope with
sudden surges in network traffic under high load conditions [10-11]. Yang Zhong [12] et al. applied a Long Short-Term
Memory (LSTM) traffic prediction model based on skip-gram embedding and optimized network management with
caching strategy. However, it still faces dual challenges of real-time and accuracy in practical applications [13-14].
Although existing research provides multiple solutions, it is still difficult to handle real-time data streams and adapt to
dynamic load changes.

At present, the application of Convolutional Neural Network (CNN) in network traffic analysis has been preliminarily
explored. Using network stream data extracted from packet capture files for training, Wong Mei Ling [15] et al.
proposed an anomaly detection framework that combined CNN and LSTM to process large-scale stream data in
real-time with low latency. Wei Guanglu [16] proposed a hierarchical spatiotemporal feature learning method that
combined CNN and RNN to address the issues of strong feature dependency and high false alarm rate in network
anomaly detection, achieving an accuracy of 99.69% on the ISCX2012 dataset. Meanwhile, significant progress has
been made in the application of CNN models in the field of network security: in 2021, Singh Kuljeet [17] et al.
successfully classified network traffic into normal data and attack data using the 1D-CNN model, achieving precise
attack detection; in 2023, Anitha T [18] and others realized malicious communication recognition through the
BI-LSTM-CNN (Bidirectional Long Short-Term Memory-CNN) model and supported voice input to detect and classify
malicious Internet traffic, with a detection rate of 99.62%; extracting features from IoT (Internet of Things) network
traffic, Kumar Rakesh [19] et al. studied the importance of network traffic classification, emphasizing that accurate
classification was particularly important for ensuring the normal operation of devices and detecting malicious activities;
in 2024, Ullah Farhan [20] et al. proposed an Intrusion Detection System using Transformer-based Transfer Learning
for Imbalanced Network Traffic (IDS-INT), aimed at handling imbalanced network traffic and achieving classification
detection of different types of attacks through deep features. However, the existing research mostly focuses on traffic
classification [21,22] rather than real-time congestion detection [23] and dynamic adjustment strategy [24], and the
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method is still insufficient in dealing with peak load and dynamic changes in actual edge computing systems [25,26].
MobileNet is a lightweight CNN architecture [27,28] designed specifically for mobile device environments, providing
efficient inference capabilities under limited computing resources [29,30]. This study attempted to use MobileNet for
real-time analysis of network traffic at edge nodes, by detecting congestion and dynamically adjusting resource
allocation, with the aim of balancing node network load and reducing latency.

In edge computing systems, Convolutional Neural Networks (CNNs) have become an effective tool for spatiotemporal
modeling, widely applied in real-time network traffic processing and load prediction. Previous studies have shown
significant achievements in spatiotemporal data modeling with CNNs, such as wildfire prediction and microfluidic
device state forecasting. Cheng et al. proposed a wildfire prediction method combining forward and reverse modeling,
improving prediction accuracy through machine learning [31]. Zhuang et al. applied integrated latent assimilation
techniques with deep learning models for droplet interaction prediction in microfluidic devices [32]. Chen et al. used
graph neural networks to build a global wildfire prediction model, enhancing understanding of complex environmental
changes [33]. This study, based on an optimized MobileNet model, performs real-time classification and prediction of
network traffic through spatiotemporal modeling, alleviating congestion and optimizing edge device performance, with
a similar technical framework to the above research.

Quality of Service (QoS) and Quality of Experience (QoE) are key factors in ensuring network performance and user
satisfaction. Laghari et al. reviewed the progress of QoE research in cloud computing, emphasizing its role in service
quality optimization, especially in applications such as video streaming and real-time data transmission [34]. Yamazaki
pointed out that QoE research is moving toward intelligent network optimization, particularly in 5G and next-generation
networks [35]. Agarwal et al. discussed how QoE-driven optimization can enhance video service quality in 5G O-RAN
environments, aligning with the goal of optimizing network services through real-time traffic classification and load
balancing strategies in this study [36]. Gelenbe et al. proposed the concept of self-aware networks, which can
dynamically optimize security, QoS, and energy efficiency, offering new approaches for QoS optimization in edge
computing [37]. Putra et al. studied QoS assessment and user QoE perception in different regions, providing
recommendations for improving network service quality [38].

This study optimizes the MobileNet model for real-time classification and monitoring of network traffic, reducing
latency and congestion, and adjusting load balancing strategies according to QoS requirements, thus improving overall
network performance and user experience.

3. Methods

3.1 Data Preprocessing and Network Traffic Feature Extraction

On edge nodes of the Azure Stack Edge, the Wireshark is used to collect network traffic data during peak network
periods. The data covers different time periods and traffic types, capturing features closely related to network
performance, including packet size, packet arrival time interval, packet rate, protocol type, flow duration, total number
of packets in the flow, total number of bytes in the flow, number of bidirectional data packets, and flag statistics. After
data collection is completed, custom scripts are used to perform preliminary screening on the raw data, removing
invalid and incomplete records. Subsequently, outliers are interpolated to improve data consistency. In the study,
outliers are defined as data points that are 3 times the standard deviation away from the mean of the dataset.

For key traffic feature extraction, traffic fluctuations and data transmission patterns are identified by calculating the size
of each data packet (in bytes) and recording the packet size statistics of the flow (including maximum, minimum,
average, and standard deviation). The arrival time interval of packets reflects the time interval between consecutive data
packets, and the average, maximum, minimum, and standard deviation are calculated to determine the suddenness and
stability of traffic. The packet rate directly indicates the density and pattern changes of traffic by calculating the number
of data packets per unit time. The protocol types include TCP, UDP, ICMP, etc., used to analyze the proportion of
different protocols in network traffic and their impact on network load. The duration of the flow is determined by
calculating the time difference from the first packet to the last packet, providing the total duration of the flow to identify
long-term traffic patterns and short-term burst traffic. The total number of packets and total number of bytes
respectively represent the density and total amount of data flow, evaluating the overall load of traffic and its occupation
of network resources. The number of bidirectional data packets reflects the communication direction and data exchange
characteristics of traffic by counting the number of upstream and downstream packets between the client and server in
the flow. The occurrence of flags is counted, including SYN (Synchronize Sequence Numbers), ACK
(Acknowledgment), FIN (Finish), and RST (Reset). The statistical display of various features of the collected data
stream within 1 minute is shown in Figure 1. Due to the significant differences in numerical values under each indicator,
the data is subjected to logarithmic transformation processing.
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Figure 1. Statistical display of features within 1 minute of data flow

Data standardization techniques are applied to adjust feature data to a distribution with zero mean and one variance, in
order to eliminate dimensional differences between features. By conducting correlation analysis and Principal
Component Analysis (PCA), the correlation between features is evaluated and features that have a significant impact on
network performance are selected, as shown in Figure 2.

Figure 2. Calculation of contribution rates and cumulative contributions of each feature

In Figure 2, the horizontal axis represents various features; the left vertical axis represents contribution rate, and the
right vertical axis represents cumulative contribution rate. It can be seen that after sorting the contribution rates of each
feature from high to low, the first 13 out of 21 features can achieve a cumulative contribution rate of 0.91, with the 13th
feature SYN Count having a single contribution rate of 0.02. Therefore, in this study, the first 13 features are selected as
inputs for the subsequent model (Avg Packet Size, Min Interarrival Time, UDP Percentage, Min Packet Size, Std Dev
Packet Size, ACK Count, Avg Interarrival Time, Upstream Packets, Packet Rate, TCP Percentage, ICMP Percentage,
Total Packets, SYN Count).

3.2 Lightweight Deployment of MobileNet Model

The MobileNet model is optimized by calculating the L1 norm of each convolution kernel weight to evaluate its
importance. For each convolution kernel in the convolutional layer, its weight matrix is in outW H W C C   . Among
them, H and W are the height and width of the convolution kernel, and inC and outC are the number of input and output
channels, respectively. The importance of weights is measured by calculating their L1 norm:
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Here, , , ,i j k lW represents the weights of the i -th row, j -th column, k -th channel input, and l -th channel output in the
weight matrix. Convolution kernels with smaller L1 norm are chosen for pruning to reduce model complexity.

The percentage of convolution kernels that need to be removed is determined by the pruning ratio, as shown in Table 1.
Without pruning, the initial model loss is 0.023; the model accuracy reaches 0.963; the number of parameters is
5183654.

Table 1.Model performance under different pruning ratios

Pruning Ratio Post-Pruning L1
Norm Threshold

Model Loss Increase
(Relative to Unpruned) Accuracy Decrease (%) Parameter Reduction (%)

20% 0.0015 0.012 1.2% 22%
30% 0.0012 0.024 2.4% 34%
40% 0.0007 0.033 3.1% 45%
50% 0.0005 0.048 4.5% 55%
60% 0.0003 0.053 5.8% 64%

Table 1 shows the performance changes of the MobileNet model under different pruning ratios, including the L1 norm
threshold after pruning, model loss increase (relative to unpruning), percentage in accuracy decrease, and percentage in
parameter reduction. As the pruning ratio increases, the L1 norm threshold of the model gradually decreases, while the
model loss and accuracy decrease show an upward trend. At the same time, the reduction in parameter quantity is also
more significant. At a pruning ratio of 20%, the model loss increase is 0.012; the accuracy decrease is 1.2%; the
parameter reduction is 22%. When the pruning ratio is increased to 50%, although the parameter reduction is 55%, the
model loss increase reaches 0.048 and the accuracy decrease reaches 4.5%. Considering the balance between model
performance and parameter quantity, 40% is chosen as the pruning ratio in the study. In this proportion, although the
model loss increase is 0.033 and the accuracy decrease is 3.1%, the parameter reduction is 45%, realizing the
lightweight of the model to ensure efficient deployment in edge computing systems.

After pruning, the network structure is initialized so that the pruned convolution kernels are replaced with new weight
matrices. After pruning, the model is retrained. The form of the loss function is:

  11 CE

1ˆ ˆ, ( , )N
i ii
y y

N



 y y WL L (2)

CEL is the cross-entropy loss function; iy and ˆiy are the true and predicted labels, respectively;
1

 W is the L1
regularization term used to further reduce model redundancy. The Quantization-Aware Training (QAT) is adopted to
optimize model performance. During the training phase, the model is adapted to low precision operations by simulating
the quantization effect, and the quantization error is incorporated into the loss function to guide the model to adjust
weights and activation values to reduce quantization errors. The training process is shown in Figure 3.

Figure 3.Model training process, Figure 3 (a): Before pruning, Figure 3 (b): After pruning.

Figure 3 (a) shows the training process of the model before pruning. The horizontal axis represents training epochs, and
the vertical axis represents loss function values (blue dots) and quantization error values (red crosses). Both have high
initial values, but both significantly decrease with increasing rounds. The data before pruning shows significant
fluctuations, and although the noise gradually decreases with increasing training epochs, the process remains unstable.
Figure 3 (b) shows the model training process after pruning, with the same horizontal and vertical axes as Figure 3 (a).
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After pruning, the initial values of the loss function and quantization error are low and rapidly decrease, eventually
stabilizing. It can be seen that pruning operations can effectively reduce fluctuations during the model training process,
thereby improving training efficiency.

Figure 4.Model optimization and deployment process

The overall process of optimizing and deploying the model is shown in Figure 4. After completing the training, the
TensorFlow Lite tool is used to convert the model into an optimization file suitable for edge devices. During the
conversion process, the weights and activation values of the floating-point model are converted to 8-bit integers,
generating a model file that can be directly deployed to edge devices.

After pruning the model, the memory layout is readjusted to ensure optimal memory usage. By removing redundant
network layers and parameters, memory allocation and data caching strategies are optimized to reduce memory
consumption. The structure of the computational graph is optimized to reduce unnecessary data transmission and
intermediate calculation result storage. Memory pooling technology and data caching mechanism are adopted to further
reduce memory access latency and data processing overhead. Finally, the optimized MobileNet model is containerized
for management. Using Azure IoT Edge, models are packaged as container images, deployed on edge devices, and
dynamically updated. This framework supports hot updates of models at runtime to reduce downtime.

3.3 Real-time Network Traffic Classification and Congestion Detection

The overall architecture of the classification and congestion detection process for real-time network traffic in the
research is shown in Figure 5.

Figure 5. Network traffic classification and congestion detection architecture

Kafka is used as a relay station for real-time stream processing of network traffic data, ensuring efficient data
processing based on its high throughput, scalability, and low latency characteristics. Network traffic data is published in
the form of messages to Kafka topics for processing by Kafka consumers. After receiving the data, consumers perform
preprocessing, including data cleaning and feature extraction, to input the data into the optimized MobileNet model.

Forward inference in the MobileNet model is performed to obtain the probability values of each traffic sample
belonging to different categories. For congestion detection, the probability value output by the model is used to
determine whether there is congestion in the network. Based on historical data and network traffic patterns, when the
probability of detecting network traffic exceeds a preset threshold, it is judged as network congestion. The congestion
level is further divided into “normal”, “mild congestion”, and “severe congestion” in the study.

To ensure the effectiveness of load balancing strategies, Azure Network Watcher is used for monitoring network traffic
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and node performance. Monitoring data is used to provide feedback on the execution effectiveness of load balancing
strategies and provide optimization basis. The system regularly retrains and fine-tunes the MobileNet model to improve
its ability to recognize new network traffic and congestion patterns. The latest network traffic data and congestion labels
are collected from the system, and these data are used to train the MobileNet model, update model weights, and
redeploy the updated model to edge devices. Continuous model training and optimization can further enhance the
network performance of edge nodes, ensuring that the system can adapt to constantly changing network conditions.

3.4 Dynamic Adjustment of Load Balancing Strategy

Based on the real-time classification results of network traffic using the MobileNet model, different load balancing
strategies are applied, as shown in Table 2.

Table 2. Summary of Load Balancing Strategies

Strategy Description Objective

Queue Priority
Adjustment [39]

Adjust the queue priority when mild congestion is detected
based on real-time network traffic classification, ensuring
that critical traffic is processed first.

Alleviate mild congestion, maximize
processing rate for critical traffic, and reduce
delay for lower-priority queues.

Traffic Path
Adjustment [40]

Adjust the traffic path priority using Azure Traffic Manager
to ensure high-priority traffic is processed first.

Prioritize critical traffic and reduce the impact
of congestion on important business.

Queue Processing
Capacity
Enhancement [41]

Increase the processing capacity of high-priority queues,
reducing queue length and optimizing network resource
usage.

Improve the processing capability of
high-priority queues during peak traffic,
reducing latency for high-priority traffic.

Traffic Migration
[42]

Use Azure Load Balancer to redirect some of the traffic to
backup nodes to avoid overloading the primary node.

Balance the load, relieve the pressure on the
primary node, and ensure backup nodes can
handle some traffic.

Bandwidth
Throttling [43]

Implement bandwidth throttling for specific traffic, adjusting
bandwidth allocation when usage exceeds the threshold, to
prioritize critical business traffic.

Control network congestion, prioritize
bandwidth for critical business traffic, and
avoid excessive bandwidth consumption.

When detecting mild network congestion, the congestion is alleviated by adjusting queue priority. At this point, Azure
Traffic Manager is used to adjust the priority of traffic paths, ensuring that important data traffic is processed first. The
priority adjustment of traffic allocation within time period t is expressed as: Priority ( ) = BasePriority + ΔPriority ( )t ti i i .

Among them, BasePriority� is the benchmark priority for traffic category i , and ΔPriority ( )ti is the priority increment

adjusted according to the network status within time t . The priority adjustment goal is to maximize the processing speed
of important data traffic and reduce the processing latency of low priority queues.

During peak traffic periods, the processing capacity of high priority queues is increased, and the queue length changes
are as follows:

( )( )
( )
i

i
i

tL t
t




 (3)

( )iL t is the length of queue i within time t ; ( )i t is the traffic arrival rate; ( )i t is the service rate. Improving queue

processing capability means increasing ( )i t , which in turn reduces ( )iL t . In the face of severe congestion, two
measures are adopted: traffic transfer and bandwidth limitation. Traffic transfer redirects a portion of the traffic to a
backup node through Azure Load Balancer. The traffic transfer configuration rules are represented by the following
allocation model:

( )
( ) ( )

( )
j

j i
i

R t
F t F t

R t
  (4)

Among them, ( )jF t and ( )iF t respectively represent the traffic allocation of the backup node j and the main node i at
time t , and ( )jR t and ( )iR t respectively represent the load capacity of the backup node and the main node. Based on the
model, the intelligent scheduling of traffic is ensured according to the load capacity of nodes, and normal operations of
nodes are maintained through health check mechanisms. To further control severe congestion, bandwidth restrictions are
implemented on specific traffic:

 max( ) ( )k k thresholdB t B C t C    (5)

( )kB t is the bandwidth limit for a specific traffic k within time t ; maxB is the maximum bandwidth; is the bandwidth

adjustment coefficient; ( )kC t is the current bandwidth usage of traffic k ; thresholdC is the bandwidth threshold. When the

 JCSA, Vol.1, No.1, December 2024 https://ojs.gospub.com/index.php/jcsa

7Lai



bandwidth usage of traffic k exceeds the threshold, bandwidth limit ( )kB t can be adjusted according to the excess to
prioritize ensuring the bandwidth requirements of critical business traffic. The adjustment process for real-time traffic of
edge node networks within 150 seconds is shown in Figures 6 (a-f). Among them, circles are used to represent 50 edge
nodes, and the color depth of the edges represents the real-time traffic size (normalized to a 0-1 range for ease of
display).

Figure 6. Real-time adjustment of edge node network traffic. (Figure 6 (a): Adjustment at 0 seconds; Figure 6 (b): Adjustment at 30
seconds; Figure 6 (c): Adjustment at 60 seconds; Figure 6 (d): Adjustment at 90 seconds; Figure 6 (e): Adjustment at 120 seconds;
Figure 6 (f): Adjustment at 150 seconds).

Figure 7. Edge computing system interface display

The system automatically triggers policy adjustments through Azure Functions. Based on event-driven processes, the
real-time execution of policies is ensured. When the model detects congestion, an event notification Azure Functions is
generated and the corresponding API (Application Programming Interface) is called to implement policy adjustments.
The effectiveness of the strategy is monitored in real-time through Azure Network Watcher, and feedback data after load
balancing adjustments is collected, including indicators such as network throughput, queue length, latency, and packet
loss rate. Feedback data is used to evaluate the effectiveness of strategies and optimize them as necessary. An example
of the real-time traffic monitoring and processing optimization interface of the overall edge computing system is shown
in Figure 7.
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Figure 7 shows the real-time monitoring and performance optimization interface of the edge computing system, which
mainly includes several modules: the real-time network throughput module monitors the data transmission speed and
stability; the packet rates of different protocols are compared using the packet rate module classified by protocol; the
network latency analysis module displays the mean and variance of latency to identify trends and stability in latency
variation. The protocol distribution module displays the proportion of various network protocols; the data packet arrival
time interval module analyzes the time interval of data packet arrival, and identifies traffic patterns and potential
congestion; the traffic and latency module optimizes network performance by analyzing the relationship between traffic
and latency.

4. Results and Discussion

The experimental setup in this paper covers multiple aspects: 1) The network traffic classification accuracy experiment
aims to assess the robustness of the model by comparing the accuracy of the improved MobileNet model with other
lightweight deep learning models during low, medium, and high traffic periods. Data collection will take place over 10
days, and model performance will be compared by calculating the classification accuracy for each traffic type. 2) The
latency optimization experiment evaluates the change in latency before and after optimization by measuring the
processing time of ICMP, TCP, and UDP traffic. The experiment will be conducted during peak and off-peak periods,
with a focus on comparing the reduction in latency before and after optimization. 3) The queue length experiment
evaluates the impact of the optimization scheme on queue management by monitoring the variation in queue length
across different time periods. Data collection will be conducted during peak and off-peak periods, and the effect will be
analyzed by comparing the average queue lengths before and after optimization. 4) The network throughput experiment
measures the network throughput during different periods, comparing network transmission efficiency before and after
optimization. A 30-second throughput measurement will be taken every 30 minutes during peak periods to capture
traffic fluctuations and system response. 5) The cache hit rate experiment evaluates the impact of cache strategy
optimization on hit rate by setting different cache capacities. Data will be collected during low, medium, and high peak
periods, with tests conducted at cache capacities ranging from 512MB to 16GB. 6) The packet loss rate experiment
assesses the impact of the optimization scheme on data transmission reliability by calculating the packet loss rate under
different traffic loads. The experiment will be conducted during both peak and off-peak periods, in standard and dense
traffic environments. 7) The performance experiment compares the network latency of different edge computing
technologies (e.g., Azure Stack Edge, AWS Outposts, Google Anthos) under varying device numbers to evaluate their
performance under different load conditions. The experiment will be conducted during low, medium, and high peak
periods, with data collected for device numbers ranging from 50 to 450.

4.1 Accuracy of Network Traffic Classification

The improved MobileNet model is compared with models such as SqueezeNet, ShuffleNet, EfficientNet, and NasNet
Mobile under different network conditions within 10 days, and the consistency between the model classification results
and actual labels is compared. The classification accuracy is evaluated by calculating the proportion of correctly
classified traffic to the total traffic, as shown in Figure 8. Low peak value refers to periods of low network load, where
network traffic is below 10 Mbps per second and packet arrival frequency is low. The mild peak value describes a
situation where the network load is moderate, with network traffic between 10-50 Mbps per second. The high peak
value represents the period of the highest network load, with network traffic exceeding 50 Mbps per second.

Figure 8. Accuracy of traffic classification. (a): Low peak value; (b): Mid peak value; (c): High peak value.

Figures 8 (a-c) show a comparison of traffic classification accuracy under different network load conditions. Under all
testing conditions within 10 days, the average classification accuracy of the improved MobileNet model reaches 0.88
(Low Peak), 0.89 (Mid Peak), and 0.89 (High Peak), respectively, demonstrating good robustness and stability in
detecting network congestion. Compared with other lightweight deep learning models such as SqueezeNet, ShuffleNet,
EfficientNet, and NasNet Mobile, the improved MobileNet maintains high accuracy under various network load
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conditions, and its performance advantage is more obvious under high network load conditions: under high load
conditions, the accuracy of SqueezeNet, ShuffleNet, EfficientNet, and NasNet Mobile are 0.86, 0.84, 0.86, and 0.83,
respectively, while the improved MobileNet model maintains 0.89, demonstrating superior performance in network
traffic classification.

4.2 Latency Reduction

Latency evaluation is conducted by measuring the average time from packet reception to processing completion. Table
3 presents a comparison of packet processing time for ICMP, TCP, and UDP traffic during different time periods before
and after optimization.

Table 3. Packet processing time

Period Traffic Type Average Processing Time
Before Optimization (ms)

Average Processing Time
After Optimization (ms) Latency Reduction (%)

Peak Period ICMP 85 62 27.1%
Peak Period TCP 78 60 23.1%
Peak Period UDP 82 65 20.7%
Off-Peak Period ICMP 45 33 26.7%
Off-Peak Period TCP 42 32 23.8%
Off-Peak Period UDP 48 35 27.1%

During peak hours, the average processing time for ICMP, TCP, and UDP traffic decreases from 85ms, 78ms, and 82ms
before optimization to 62ms, 60ms, and 65ms after optimization, respectively. The corresponding latency reduction
percentages are 27.1%, 23.1%, and 20.7%, indicating that under high load conditions, the optimized system can
significantly improve packet processing speed. During off-peak period, although the network load is low, optimization
still has a certain degree of performance improvement. The processing time for ICMP, TCP, and UDP traffic types has
been reduced by 26.7%, 23.8%, and 27.1%, respectively, to 33ms, 32ms, and 35ms, proving that the optimization
scheme is not limited to high load periods and is effective.

4.3 Queue Length

The queue length monitoring is completed by real-time tracking of the number of queued packets in the queue, as
shown in Table 4.

Table 4. Statistics on queue length optimization

Time Slot Real-Time Monitoring
Point

Pre-Optimization
Average Queue
Length (Packets)

Post-Optimization
Average Queue
Length (Packets)

Minimum
Queue Length
(Packets)

Maximum
Queue Length
(Packets)

Peak - 10:00 AM Monitoring Point 1 128 84 68 148
Peak - 10:15 AM Monitoring Point 2 132 87 70 155
Peak - 10:30 AM Monitoring Point 3 134 90 72 160
Peak - 10:45 AM Monitoring Point 4 136 92 75 165
Peak - 11:00 AM Monitoring Point 5 130 89 73 158
Off-Peak - 3:00 PM Monitoring Point 1 78 56 52 99
Off-Peak - 3:15 PM Monitoring Point 2 75 53 49 95
Off-Peak - 3:30 PM Monitoring Point 3 76 54 50 98
Off-Peak - 3:45 PM Monitoring Point 4 74 52 47 93
Off-Peak - 4:00 PM Monitoring Point 5 72 50 45 90

Table 4 shows the changes in queue length at the five highest load monitoring points during different time periods
before and after optimization. The data shows that during peak periods, the average queue length before optimization is
between 128-136 packets, but after optimization it decreases to 84-92 packets, with a minimum queue length of 68-75
packets and a maximum queue length of 148-165 packets. By adopting MobileNet-based traffic detection and
corresponding load balancing strategy adjustments, network congestion can be significantly reduced under high load
conditions. During off-peak monitoring periods, the queue length fluctuates within the range of 72-78 packets before
optimization, but decreases to 50-56 packets after optimization. The minimum queue length is 45-52 packets, and the
maximum queue length is 90-99 packets. Even in situations where network usage is low, this optimization still helps
improve system response speed and overall performance.

4.4 Network Throughput

The network throughput is measured by calculating the total amount of successfully transmitted data per unit time.
During the peak hours of 10:00 am to 2:30 pm, 30 seconds are selected every 30 minutes for testing. Short-term data is
collected during high traffic periods to capture traffic fluctuations and system reactions. The results are shown in Figure
9.
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Figure 9. System network throughput. (Figure 9 (a): 10:00-10:30; Figure 9 (b): 10:30-11:00; Figure 9 (c): 11:00-11:30; Figure 9 (d):
11:30-12:00; Figure 9 (e): 12:00-12:30; Figure 9 (f): 12:30 to 13:00; Figure 9 (g): 13:00-13:30; Figure 9 (h): 13:30-14:00; Figure 9 (i):
14:00-14:30)

From Figures 9 (a-i), it can be seen that the optimized network throughput has significantly improved. During the
period from 10:00 to 10:30 (Figure 9 (a)), the average throughput before optimization is 298.77Mbps, which increases
to 400.1Mbps after optimization; during the period of 10:30 to 11:00 (Figure 9 (b)), the throughput increases from
321.89Mbps to 406.03Mbps; between 11:00 and 11:30 (Figure 9 (c)), the throughput increases from 308.77Mbps to
384.45Mbps. The data shows that under high network load, the optimization scheme significantly improves network
transmission efficiency. As the time period progresses to the afternoon, although the overall traffic decreases,
optimization measures still play an important role. During the period from 13:30 to 14:00 (Figure 9 (h)), the throughput
increases from 203.01Mbps to 332.73Mbps. The optimized system performs better in network throughput than before,
which indicates that the applied method is more effective in improving the real-time processing capacity of edge
computing system and coping with network congestion.

4.5 Cache Hit Rate

By measuring the ratio of cache hits to total requests, the improvement of cache strategy optimization on data access
efficiency is evaluated, and the results are shown in Figure 10.

Figure 10. System cache hit rate

 JCSA, Vol.1, No.1, December 2024 https://ojs.gospub.com/index.php/jcsa

11Lai



Figure 10 shows the changes in cache hit rate before and after optimization under different network load conditions
(Low Peak, Mid Peak, High Peak) and different cache size settings. Under all testing conditions, the optimized caching
strategy achieves higher cache hit rates. Under a cache size of 512MB, the cache hit rates before optimization are 45%,
50%, and 48%, respectively, and after optimization, they increase to 55%, 60%, and 58%. When the cache size
increases to 1GB, the hit rates before and after optimization increase from 52%, 57%, and 55% to 62%, 67%, and 65%,
respectively. As the cache capacity further expands to 2GB, 4GB, 8GB, and even 16GB, the trend becomes more
apparent. When the cache capacity reaches 16GB, the pre-optimization hit rates are 82%, 85%, and 84%, and the post
optimization hit rates are 92%, 95%, and 94%. By combining MobileNet with traffic prediction and optimizing the load
balancing strategy, it can significantly improve the efficiency of cache usage and enhance the data access performance
of edge computing systems when dealing with high load network traffic.

4.6 Packet Loss Rate

The ratio of the number of data packets lost during data transmission to the total number of transmitted data packets is
calculated to evaluate the impact of congestion management and traffic optimization on data transmission reliability.
The results are shown in Table 5.

Table 5. System packet loss rate

Test Condition Packet Loss Rate Before
Optimization (%)

Packet Loss Rate After
Optimization (%) Improvement (%) Traffic Size

(Mbps)
Peak, Standard Traffic 5 2.1 2.9 200
Peak, Dense Traffic 6.2 2.5 3.7 400
Off-Peak, Standard Traffic 3.1 1 2.1 100
Off-Peak, Dense Traffic 4 1.8 2.2 150
Mid-Peak, Standard Traffic 2.8 0.9 1.9 120
Mid-Peak, Dense Traffic 3.5 1.3 2.2 250

Under standard traffic conditions during peak hours, the packet loss rate before optimization is 5%, but after
optimization it decreases to 2.1%, an increase of 2.9 percentage points; in response to the dense traffic scenario during
peak hours, the packet loss rate is reduced from 6.2% to 2.5%, an improvement of 3.7 percentage points. Under
off-peak standard traffic conditions, the packet loss rate decreases from 3.1% to 1%, an increase of 2.1 percentage
points; under off-peak traffic conditions, the packet loss rate decreases from 4% to 1.8%, an improvement of 2.2
percentage points. In a medium peak standard traffic environment, the packet loss rate decreases from 2.8% to 0.9%, an
increase of 1.9 percentage points; for medium peak dense traffic, the packet loss rate decreases from 3.5% to 1.3%, an
improvement of 2.2 percentage points. The data shows that the application of MobileNet-based congestion management
and traffic optimization technology significantly reduces packet loss, and effectively improves data transmission
reliability and the overall performance of edge computing system.

4.7 Performance Under Varying Conditions

The network latency (in milliseconds) of different edge computing technologies (Azure Stack Edge, Amazon AWS
Outposts, and Google Anthos) under low, mid, and high peak network conditions, as well as with varying numbers of
edge devices, is compared as follows:

Table 6. Network Latency of Edge Computing Technologies under Varying Conditions

Edge Devices A B C D E F G H I
50 3.5 5.3 8.2 5.5 7.3 11 5.7 7.5 11.3
100 3.8 5.8 9.1 6 7.5 12 6.2 8 12.2
150 4.2 6.3 10.2 6.3 8 13 6.5 8.3 13
200 4.6 7 11.3 6.8 8.4 14 7 8.6 14.2
250 5 7.5 12.4 7 8.7 15 7.2 9 15.4
300 5.3 8 13 7.5 9 16 7.8 9.2 16.5
350 5.6 8.4 14.2 7.8 9.4 17 8.1 9.5 17.8
400 6 8.9 15.3 8 9.7 18 8.3 9.8 18.2
450 6.4 9.3 16.4 8.3 10 19 8.6 10.2 19

In Table 6, A-I represent the network latency of different technologies (Azure Stack Edge, AWS Outposts, and Google
Anthos) under low, mid, and high peak periods. To evaluate the performance of different edge computing technologies
during network peak periods, the study compares the latency performance of Azure Stack Edge, Amazon AWS Outposts,
and Google Anthos under varying network loads. As the number of edge devices increased from 50 to 450, the latency
of all three technologies rose, but Azure Stack Edge performed the best under the same conditions. With 200 devices,
Azure Stack Edge's latency during off-peak hours was 4.6ms, while AWS Outposts and Google Anthos had latencies of
6.8ms and 7ms, respectively. During peak hours, Azure Stack Edge's latency was 11.3ms, whereas AWS Outposts and
Google Anthos both reached 14.2ms. The results demonstrate that Azure Stack Edge can effectively maintain lower
latency in high-concurrency scenarios, thanks to its use of MobileNet for real-time network traffic analysis and dynamic
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load balancing, which optimizes queue priorities and traffic scheduling, alleviates network congestion, and enhances
edge node performance.

To ensure that the model can continuously adapt to changing network conditions and maintain long-term high
performance, this study implements dynamic adjustment and real-time optimization mechanisms. By using the
optimized MobileNet model for real-time classification and congestion detection of network traffic, the system can
quickly respond to fluctuations in network load. As the number of edge devices increases, network load and latency also
change accordingly. Under varying load conditions, the model continuously learns and adjusts, dynamically updating
load balancing strategies to optimize queue priorities and traffic forwarding. This mechanism effectively reduces
latency growth and improves network response speed under high-load conditions. During peak network hours, although
latency increases, the overall performance shows significant improvement compared to the unoptimized state through
intelligent load balancing adjustments. This mechanism ensures that the edge computing system maintains high
performance and stability during prolonged operation in complex environments.

5. Conclusions

Aiming at the data processing challenges of edge computing systems under high load conditions, this article applied a
real-time traffic analysis and congestion detection method based on optimized MobileNet. By applying this method on
Azure Stack Edge nodes, Wireshark was used to collect peak network traffic data and extract key features from it. The
MobileNet model was pruned and lightweighted to meet the computing needs of edge devices. Through the real-time
stream processing architecture based on Apache Kafka, the model can dynamically detect and alleviate network
congestion. The experimental results show that the optimized MobileNet model can maintain high classification
accuracy under different network loads, significantly improve processing speed, effectively improve system response
speed and resource utilization, and reduce latency and queue length. Although research has achieved certain results,
there is still room for improvement. Future work can focus on further optimizing the model to adapt to more network
scenarios and exploring more load balancing strategies to cope with more complex network environments. In addition,
the continuous retraining and adaptability of the model are also important directions for future research to ensure that
the system maintains long-term stable high-performance performance under constantly changing network conditions.
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